A. Soroban

time limit per test

1 second

memory limit per test

256 megabytes

input

standard input

output

standard output

You know that Japan is the country with almost the largest 'electronic devices per person' ratio. So you might be quite surprised to find out that the primary school in Japan teaches to count using a *Soroban* — an abacus developed in Japan. This phenomenon has its reasons, of course, but we are not going to speak about them. Let's have a look at the Soroban's construction.
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Soroban consists of some number of rods, each rod contains five beads. We will assume that the rods are horizontal lines. One bead on each rod (the leftmost one) is divided from the others by a bar (the reckoning bar). This single bead is called *go-dama* and four others are *ichi-damas*. Each rod is responsible for representing a single digit from 0 to 9. We can obtain the value of a digit by following simplealgorithm:

* Set the value of a digit equal to 0.
* If the go-dama is shifted to the right, add 5.
* Add the number of ichi-damas shifted to the left.

Thus, the upper rod on the picture shows digit 0, the middle one shows digit 2 and the lower one shows 7. We will consider the top rod to represent the last decimal digit of a number, so the picture shows number 720.

Write the program that prints the way Soroban shows the given number *n*.

**Input**

The first line contains a single integer *n* (0 ≤ *n* < 109).

**Output**

Print the description of the decimal digits of number *n* **from the last one to the first one (as mentioned on the picture in the statement)**, one per line. Print the beads as large English letters 'O', rod pieces as character '-' and the reckoning bar as '|'. Print as many rods, as many digits are in the decimal representation of number *n* without leading zeroes. We can assume that number 0 has no leading zeroes.

**Sample test(s)**

**input**

2

**output**

O-|OO-OO

**input**

13

**output**

O-|OOO-O  
O-|O-OOO

**input**

720

**output**

O-|-OOOO  
O-|OO-OO  
-O|OO-OO

B. Fence

time limit per test

1 second

memory limit per test

256 megabytes

input

standard input

output

standard output

There is a fence in front of Polycarpus's home. The fence consists of *n* planks of the same width which go one after another from left to right. The height of the *i*-th plank is *hi* meters, distinct planks can have distinct heights.
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Polycarpus has bought a posh piano and is thinking about how to get it into the house. In order to carry out his plan, he needs to take exactly *k* consecutive planks from the fence. Higher planks are harder to tear off the fence, so Polycarpus wants to find such *k*consecutive planks that the sum of their heights is minimal possible.

Write the program that finds the indexes of *k* consecutive planks with minimal total height. Pay attention, the fence is not around Polycarpus's home, it is in front of home (in other words, the fence isn't cyclic).

**Input**

The first line of the input contains integers *n* and *k* (1 ≤ *n* ≤ 1.5·105, 1 ≤ *k* ≤ *n*) — the number of planks in the fence and the width of the hole for the piano. The second line contains the sequence of integers *h*1, *h*2, ..., *hn* (1 ≤ *hi* ≤ 100), where *hi* is the height of the *i*-th plank of the fence.

**Output**

Print such integer *j* that the sum of the heights of planks *j*, *j* + 1, ..., *j* + *k* - 1 is the minimum possible. If there are multiple such *j*'s, print any of them.

**Sample test(s)**

**input**

7 3  
1 2 6 1 1 7 1

**output**

3

**Note**

In the sample, your task is to find three consecutive planks with the minimum sum of heights. In the given case three planks with indexes 3, 4 and 5 have the required attribute, their total height is 8.

C. Fixing Typos

time limit per test

1 second

memory limit per test

256 megabytes

input

standard input

output

standard output

Many modern text editors automatically check the spelling of the user's text. Some editors even suggest how to correct typos.

In this problem your task to implement a small functionality to correct two types of typos in a word. We will assume that three identical letters together is a typo (for example, word "helllo" contains a typo). Besides, a couple of identical letters immediately followed by another couple of identical letters is a typo too (for example, words "helloo" and "wwaatt" contain typos).

Write a code that deletes the minimum number of letters from a word, correcting described typos in the word. You are allowed to delete letters from both ends and from the middle of the word.

**Input**

The single line of the input contains word *s*, its length is from 1 to 200000 characters. The given word *s* consists of lowercase English letters.

**Output**

Print such word *t* that it doesn't contain any typos described in the problem statement and is obtained from *s* by deleting the least number of letters.

If there are multiple solutions, print any of them.

**Sample test(s)**

**input**

helloo

**output**

hello

**input**

woooooow

**output**

woow

**Note**

The second valid answer to the test from the statement is "heloo".

D. Renting Bikes

time limit per test

1 second

memory limit per test

256 megabytes

input

standard input

output

standard output

A group of *n* schoolboys decided to ride bikes. As nobody of them has a bike, the boys need to rent them.

The renting site offered them *m* bikes. The renting price is different for different bikes, renting the *j*-th bike costs *pj* rubles.

In total, the boys' shared budget is *a* rubles. Besides, each of them has his own personal money, the *i*-th boy has *bi* personal rubles. The shared budget can be spent on any schoolchildren arbitrarily, but each boy's personal money can be spent on renting only this boy's bike.

Each boy can rent *at most one bike*, one cannot give his bike to somebody else.

What maximum number of schoolboys will be able to ride bikes? What minimum sum of personal money will they have to spend in total to let as many schoolchildren ride bikes as possible?

**Input**

The first line of the input contains three integers *n*, *m* and *a* (1 ≤ *n*, *m* ≤ 105; 0 ≤ *a* ≤ 109). The second line contains the sequence of integers *b*1, *b*2, ..., *bn* (1 ≤ *bi* ≤ 104), where *bi* is the amount of the *i*-th boy's personal money. The third line contains the sequence of integers *p*1, *p*2, ..., *pm* (1 ≤ *pj* ≤ 109), where *pj* is the price for renting the *j*-th bike.

**Output**

Print two integers *r* and *s*, where *r* is the maximum number of schoolboys that can rent a bike and *s* is the minimum total personal money needed to rent *r* bikes. If the schoolchildren cannot rent any bikes, then *r* = *s* = 0.

**Sample test(s)**

**input**

2 2 10  
5 5  
7 6

**output**

2 3

**input**

4 5 2  
8 1 1 2  
6 3 7 5 2

**output**

3 8

**Note**

In the first sample both schoolchildren can rent a bike. For instance, they can split the shared budget in half (5 rubles each). In this case one of them will have to pay 1 ruble from the personal money and the other one will have to pay 2 rubles from the personal money. In total, they spend 3 rubles of their personal money. This way of distribution of money minimizes the amount of spent personal money.

E. Two Circles

time limit per test

4 seconds

memory limit per test

256 megabytes

input

standard input

output

standard output

Let's assume that we are given an *n* × *m* table filled by integers. We'll mark a cell in the *i*-th row and *j*-th column as (*i*, *j*). Thus, (1, 1)is the upper left cell of the table and (*n*, *m*) is the lower right cell. We'll assume that a circle of radius *r* with the center in cell (*i*0, *j*0) is a set of such cells (*i*, *j*) that ![http://espresso.codeforces.com/cc31a09fb096da664822c5fcf9cd3970b9c13e20.png](data:image/png;base64,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). We'll consider only the circles that do not go beyond the limits of the table, that is, for which *r* + 1 ≤ *i*0 ≤ *n* - *r* and *r* + 1 ≤ *j*0 ≤ *m* - *r*.

![http://espresso.codeforces.com/8a9e99b6a281389500c98de763636a95764ccb79.png](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAANAAAAC4CAMAAACl3ZJxAAAABGdBTUEAALGPC/xhBQAAAAFzUkdCAK7OHOkAAAAgY0hSTQAAeiYAAICEAAD6AAAAgOgAAHUwAADqYAAAOpgAABdwnLpRPAAAAGxQTFRF////AAAAAAAAAAAAHR0dW1tbMTExAAAAQUFBAAAAOzs7ZmZmRkZGQ0NDampqSEhISkpKAAAAbGxsTU1NT09PJCQkSkpKTU1NSkpKTk5OFBQURERES0tLRkZGTExMAAAAmZmZcHBwUlJS////XWzQsAAAACB0Uk5TABFcRHGnhzB1db7N2s7a3OBQ5+nymeLt4+2H0ePY6iCAr9qTAAAAAWJLR0QAiAUdSAAAAAlwSFlzAAAAkAAAAJAA8UW6awAAAadJREFUeNrt3NlOAkEQBdDGEUVAWWQTcMH//0j9gItJ4+BMzKnHm06lzsBTZXpKGdw0qXJaF98OY93V9Kib4758V1NS5bQuHn3EGtb0uGAOICAgICAgICAgICAgICAgIKBSBg9xIZTTZjyJNY3p41OsWe4xj+m4qRlvUf1kJvmhn2L6lA8va3pMrvyXAwICAgICAgICAgICAgICArpk6zM/xfqM6XM+vKrpMbf1AQICAgICAgICAgICAgICAgIqZ9dY63x/brOMtY3pLh9+yfEqprM8x7p6jTVs4em28Qud6fHTK2pAQEBAQEBAQEBAQEBAQEBAQGfXWPtRrEO+VneM6Ws+vMvxW0wf8xx7b2MBAQEBAQEBAQEBAQEBAQEBtXgHb1pzf+6YD29rekzdwQMCAgICAgICAgICAgICAgICKlf9gPghX7bb9OkD4lWxb9YDAQEBAQEBAQEBAQEBAQEBdQaqW2NVxfuqz0C1MceV11gd9ejVMEBAQN336NUwQEBA3ffo1TBAQEDd9+jVMEBAQN336NUwLfQYLPJCqPl9/Pc93su/qy+THC2/P90+6gAAACV0RVh0ZGF0ZTpjcmVhdGUAMjAxMy0xMS0xMVQwMDozNjoyMiswNDowMBZuhAYAAAAldEVYdGRhdGU6bW9kaWZ5ADIwMTMtMTEtMTFUMDA6MzY6MjIrMDQ6MDBnMzy6AAAAHnRFWHRwczpIaVJlc0JvdW5kaW5nQm94ADEwNHg5Mi0xLTEOkm83AAAAAElFTkSuQmCC)A circle of radius 3 with the center at (4, 5).

Find two such non-intersecting circles of the given radius *r* that the sum of numbers in the cells that belong to these circles is maximum. Two circles intersect if there is a cell that belongs to both circles. As there can be more than one way to choose a pair of circles with the maximum sum, we will also be interested in the number of such pairs. Calculate the number of unordered pairs of circles, for instance, a pair of circles of radius 2 with centers at (3, 4) and (7, 7) is the same pair as the pair of circles of radius 2 with centers at (7, 7) and (3, 4).

**Input**

The first line contains three integers *n*, *m* and *r* (2 ≤ *n*, *m* ≤ 500, *r* ≥ 0). Each of the following *n* lines contains *m* integers from 1 to 1000 each — the elements of the table. The rows of the table are listed from top to bottom at the elements in the rows are listed from left to right. It is guaranteed that there is at least one circle of radius *r*, not going beyond the table limits.

**Output**

Print two integers — the maximum sum of numbers in the cells that are located into two non-intersecting circles and the number of pairs of non-intersecting circles with the maximum sum. If there isn't a single pair of non-intersecting circles, print 0 0.

**Sample test(s)**

**input**

2 2 0  
1 2  
2 4

**output**

6 2

**input**

5 6 1  
4 2 1 3 2 6  
2 3 2 4 7 2  
5 2 2 1 1 3  
1 4 3 3 6 4  
5 1 4 2 3 2

**output**

34 3

**input**

3 3 1  
1 2 3  
4 5 6  
7 8 9

**output**

0 0